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Abstract

Formally specifying the software development process has been the way followed by several companies for making development more predictable. However this formality has frequently introduced bureaucracy into the process. Lean software development is an agile practice that promotes developing only those work products that are required, i.e., no waste should be included in the process. In this paper we present an automatic means of detecting and localizing the presence of certain type of waste in software processes that are formally specified using SPEM 2.0. We show our findings by analyzing the Scrum process model and the software development process model of a medium size software development company in Chile.
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1 Introduction

Lean software development is an agile practice that promotes quality and productivity by focusing on core issues and not investing effort executing non essential tasks and building non required work products [16]. Software companies tend to define and formalize their development processes in an effort to make them more predictable. This formalization is a hard task and implies a huge investment, so it is natural to try to get the highest return of investment out of it. Trying to cover all possible cases, it is not rare to introduce unnecessary tasks and work products as part of the formalized process, and this may build up waste into the process. It is not easy to identify the existence of waste, and even harder to localize it within the process. A typical case of waste is developing work products that nobody needs, i.e., that are neither deliverables nor required for executing any task within the process. We will focus on this kind of waste.

We have developed AVISPA, a tool for visual analysis of software processes. It is able to identify a series of error patterns that we have found to be frequent in practice [5]. In this paper we extend AVISPA so that it is able to also identify certain type of waste –useless work products – in software processes formally specified in Eclipse Process Framework.

We apply the extended tool in two quite diverse scenarios: the Scrum process specification publicly available from the EPF Community, and the software development process of a medium size software company in Chile. In the former case, no waste of the type we are looking for (useless work products) has been found as expected, provided that Scrum is an agile method. In the latter case, we were able to identify and localize several waste elements, and all of them are opportunities for software process improvement.

The rest of the paper is organized as follows. In Section 2 a precise statement of the problem being addressed is detailed. The AVISPA tool and the mechanics of waste detection are described in Section 3. Section 4 shows the application of our tool for localizing waste in the two aforementioned software process models. Related work is discussed in Section 5. Finally, some conclusions and future work are described in Section 6.

2 Problem Statement: Localizing Waste in Formal Processes

Lean software development implies the application of seven principles [15]: eliminate waste, build quality in, create knowledge, defer commitment, deliver fast, respect people, and optimize the whole. One of the most important of these principles is eliminating waste. But it is not necessarily clear the form that waste may take within a software process, and even less clear how it could be identified, let alone automatically localized. In this paper we will not necessarily focus on agile processes. Nevertheless, eliminating waste not only applies to this kind of processes; it may even be more relevant in the context of non agile processes as will be apparent from the experimentation presented in Section 4.2.

Formal processes unambiguously specify who does what and when, and which work products are built/modified as a result. SPEM 2.0 [13] is the OMG standard notation for specifying software processes, and the Eclipse Process Framework1 is a platform that allows the specification of SPEM 2.0 processes. In a lean software development process there should be no waste, therefore any work product should be either a deliverable or an input for some other task within the process itself, and it should be specified accordingly. SPEM 2.0 provides primitives for specifying that a work product is a deliverable. Therefore, if we find a work product that is neither specified as a deliverable nor as an input for any other task, then we are in one of the following scenarios, all of them problematic:

1. the work product is actually necessary for performing some task, but we have forgotten to specify it, so we have found an underspecification;

1 EPF: http://www.eclipse.org/epf/
2. the work product is actually a deliverable, but it was not defined as so, so we have found another form of underspecification;
3. the work product is not really necessary, so we have found waste in the process: a useless work product.

3 Automatic Waste Detection

This section describes the whole procedure for automatically localizing the useless work product kind of waste in formal processes specified in EPF. First, we describe AVISPA, a tool for analyzing formal software processes. Afterwards, we describe the extension we propose to add to AVISPA so that it could also be applied for localizing waste.

3.1 Software Process Blueprints and AVISPA

Software processes may be composed by several hundreds of elements of diverse kinds. This issue makes sometimes difficult to analyze the quality of a process just through inspections. In [6], we have proposed Software Process Blueprints that are partial views of the software process that allow the process engineer to visually analyze its quality. Each of these views focuses on one essential SPEM modeling element: role, task and work product, and thus we have a Role Blueprint, a Task Blueprint and a Work Product Blueprint. All of them are graphs formed by nodes and edges/arcs.

In the Role Blueprint nodes represent roles whose size corresponds to the number of tasks in which the role is involved. Also, an edge between two nodes represents the existence of collaboration between the two roles to perform a task. Therefore nodes that are too big may reveal overloaded roles, and disconnected nodes show roles that do not collaborate.

In the Task Blueprint nodes represent tasks, whose height is the number of input work products and whose width is the number of output work products for that task. An arc from one task to another, represents precedence, i.e., an output work product of the former task is an input work product for the latter task. In this way, very wide nodes suggest tasks without a clear goal, i.e., whose purpose is to produce a variety of work products.

In the Work Product Blueprint nodes are work products, where their height represents the number of tasks that require the work product as an input, and their width is the number of tasks that create/modify it. In this case a node that is too high reveals that certain work product is required by several tasks, and it therefore may become a bottleneck. Figure 1 depicts the Work Product Blueprint of the software process of a medium size company; there we can clearly see that the node corresponding to System Requirements Specification is much higher than most of the others suggesting that many tasks require it.

Also the existence of disconnected subgraphs in any blueprint reveals a misspecification in the process. However, in Process Model Blueprints, nodes that are much larger than others could suggest anomalies, but it is the responsibility of the process engineer to determine if they are actual errors, improvement opportunities, or if on the contrary they are defined that way on purpose. Moreover, it is not clear how big could be considered too big.
In [5], we proposed AVISPA, a tool based on blueprints that automatically identifies and localizes a series of error patterns\(^2\). Table 1 describes those error patterns already identified. In AVISPA error patterns are highlighted in color, so that it is evident when there is a possible error. For this purpose some assumptions have been made such as defining that an element that is more than one standard deviation larger than the mean is considered too big and suggests the presence on an error. This assumption has worked fine in practice so far. For example, in Figure 2 we show the Work Product Blueprint for the Scrum process; AVISPA has highlighted the Project Backlog as a work product that is too demanded, and as such it may be a bottleneck in the process as a whole. A thorough analysis of the Scrum process using AVISPA can be found in [4].

Table 1: Error patterns identified by AVISPA

<table>
<thead>
<tr>
<th>Error pattern</th>
<th>Description</th>
<th>Localization</th>
<th>Identification</th>
</tr>
</thead>
<tbody>
<tr>
<td>No guidance associated</td>
<td>An element with no guidance associated</td>
<td>any blueprint</td>
<td>A completely white node.</td>
</tr>
<tr>
<td>Overloaded role</td>
<td>A role involved in too many tasks</td>
<td>Role Blueprint</td>
<td>Nodes over one standard deviation larger than the mean</td>
</tr>
<tr>
<td>Isolated role</td>
<td>A role that does not collaborate</td>
<td>Role Blueprint</td>
<td>A node that is not connected with an edge</td>
</tr>
<tr>
<td>Multiple purpose task</td>
<td>Tasks with too many output work products</td>
<td>Task Blueprint</td>
<td>Nodes that are more than one standard wider than the mean</td>
</tr>
<tr>
<td>Demanded work products</td>
<td>Work products required for too many tasks</td>
<td>Work Product Blueprint</td>
<td>Nodes more than one standard deviation higher than the mean</td>
</tr>
<tr>
<td>Independent subprojects</td>
<td>Independent subgraphs</td>
<td>Task Blueprint or Work Product Blueprint</td>
<td>Subgraphs that are not connected with edges</td>
</tr>
</tbody>
</table>

\(^2\) AVISPA (Analysis and Visualization for Software Process Assessment): http://www.moosetechnology.org/tools/ProcessModel. AVISPA is freely available under the MIT license.
3.2 Localizing Waste in Work Product Blueprints

Deliverables are those work products that need to be delivered to the customer as part of the final product. For example, a user requirements document and the source code are typical deliverable work products. In SPEM 2.0, some work products can be defined as deliverables so they could be easily identified.

As part of the software development process, not only deliverable work products are produced. There are other intermediate work products that are needed mainly for coordinating successive tasks probably performed by different people. For example, the test set is an output work product of the Design Test Set task and an input of the Execute Test Set task, but it is not necessarily a deliverable work product. However, if there are work products that are neither deliverables nor input for any other task within the process, they are a kind of waste we do not want to develop if we intend to have a lean process.

In the Work Product Blueprint, an arc connecting nodes represents precedence between work products. If there is a WP_a that precedes WP_b in the graph, that means that there is a task such that WP_a is its input and WP_b is its output. In this way, all leaves in the graph, i.e., nodes with no successor, should represent deliverable work products. In this paper AVISPA is extended so that it highlights in blue all those leaves that are not defined as deliverables. The process engineer then needs to analyze all highlighted nodes so that he/she could determine if each of the highlighted work products is actually required as an input of another task, and thus it is not a leaf, if it should have been defined as a deliverable and thus it should not have been highlighted, or if it is actually waste in the process and it is an improvement opportunity.

4 Application to Two Diverse Processes

In this section we apply the extended AVISPA for localizing waste in two software development processes. We apply our tool in two dramatically different scenarios. First we focus on the publicly available Scrum process model specification that can be found at the EPF Community web site\(^3\). A priori, Scrum, being an agile method, is expected to show no waste in its specification. Then we will proceed to analyze the software development process of a Chilean medium size software company. In this latter case we will see that looking for waste in real world software processes is not only much harder,

but much more useful when identified provided that the size and complexity of the process model makes it almost impossible to analyze it manually.

### 4.1 Scrum

Scrum is an agile process used to rapidly develop software. It has been defined by Jeff Sutherland and more formally elaborated by Ken Schwaber [17]. Scrum stresses management values and practices, and it does not include practices for technical parts (requirements, design, and implementation); this is why it is usually used in combination with another agile method such as Extreme Programming.

The application of Scrum enforces a few simple rules that have the potential to make a team self-organize into a process that can achieve 5 to 10 times the productivity of a waterfall-based process. However, most Scrum teams never achieve this goal [18]. According to Sutherland, teams face difficulties to organize work in order to deliver working software at the end of each sprint. Moreover, they also experience trouble working with a Product Owner to get the backlog in a ready state before bringing it into a sprint. Also, organizing into a hyper-productive state during a sprint remains a challenging issue. Our findings analyzing the Scrum process model with AVISPA [5] are consistent with these ideas.

We claim that it may be the case that the publicly available Scrum process model may be misspecified, and thus people adopting it as it is may be using an inherently suboptimal process. We apply the extended AVISPA to the EPF community Scrum process model in order to look for waste and/or the other kinds of misspecification detailed in Section 2, from the point of view of the work products. Figure 3 shows the results.

The Potentially Shippable Product Increment (A) has been highlighted. This work product needs to be an input to the integration task, but the public Scrum process model does not specify this fact, so (A) is an underspecification. The Release Burndown Chart (B) and Sprint Burndown Chart (C) are clearly necessary for executing the development tasks, but the model does not specify these dependencies either. They are also underspecifications. Therefore, the extended AVISPA is able to identify this kind of underspecifications even in a very small software process. But also from this analysis, we can see that no false positives are identified: all highlighted elements correspond to errors in the process model specification. Moreover, analyzing each highlighted element, we can confirm that there is no waste of the kind useless work product in the Scrum process model, as expected for an agile method.

![Figure 3: Work products that are potential waste in Scrum](image-url)
4.2 Development Process of a Software Development Company

DTS is a Chilean software company that works in solutions for military and civil technology. It has around 250 employees, including engineers, certified technicians, operation workers and managers. Particularly, the Self-Service Systems Engineering Area in DTS (SSSEA-DTS) started to define its software process model in 2008, using the Rational Unified Process as a reference. In SSSEA-DTS software process improvement has been oriented toward recovering the software process currently applied in the organization, in order to formalize it, analyze it, and improve it if found necessary. SSSEA-DTS’s process model is composed by 66 work products, 9 roles and 57 tasks. This model has been defined with a total effort of 0.5 person-months during 12 months.

Figure 4 shows the Work Product Blueprint in which blue nodes (dark colour on a black and white printout) identify potential waste work products or underspecifications. The tool highlights 22 problematic work products (33% of the whole), which include non-defined deliverables, underspecified task inputs and useless work products, i.e., actual waste.

In order to validate our findings and assess the relevance of the waste work products, we confronted our blueprint with the SSSEA-DTS process engineer. From the 22 highlighted work products found, 3 have been confirmed to be non-specified deliverables, 16 underspecified task inputs, and 3 are indeed waste work products.

In particular, these 3 work products correspond to evidence required for bureaucratic issues, i.e., evidence about the approval of other work products. For example, the Requirements Approval work product is the evidence of requirements acceptance by different stakeholders, with respect of the Requirements work product. This evidence could have been registered in each respective work product (for example as a field) instead of a new work product. But, according to the expert’s opinion, and based on the implementation of software processes during the past five years, about 12 of the underspecified work products could have also been integrated as part of other work products, reducing bureaucratic work significantly. For example, activity specifications, operational state specifications, communication protocol specifications, and requirements observations from stakeholders can be all considered part of the system requirements work product, decreasing the effort to design, maintain, control and configure work documents. As a summary, the practical effectiveness of the tool has been
confirmed with DTS by identifying 22 problematic work products: 13.6% percent of deliverables that had not been identified, 31.9% underspecified tasks (where the work product should have been specified as a task input), 13.6% waste and 40.9% could be improved (refactoring and integration).

The actual findings not only allowed the process engineer in DTS to improve their software process specification, but also allowed them to gain more confidence about the quality of their process.

5 Related Work

Software process improvement through the Lean Measurement (SPI-LEAM) method is proposed by Petersen et al [14]. This method describes a way to implement lean principles through measurement in order to initiate software process improvement. The method uses collected data from projects executed to evaluate performance and quality aspects, particularly identifying causes of waste. Mujtaba et al [11] propose a case study to identify waste in a software process by using value stream maps (VSM). The empirical data is collected using document analysis, extraction of phase times from a requirement tracking tool and interviews. It is used to construct a value stream map that shows the present state of the process. Static validation showed that the VSM methodology is useful for identifying waste and to propose measures to avoid it. Middleton et al. [9] developed a study case where a company is followed using lean practices for two years. One of their most relevant findings was that the company had many non-value tasks. Data collected at the company showed an increment of 25% in productivity, schedule delay was reduced to 4 weeks from several months or years, and the time for defect fixing was reduced by 65% - 80%. In our approach, the waste error pattern is applied on the software development model, allowing part of the waste to be identified before the process model is actually enacted, whereas the previous approaches are based on data collected from the process applied in specific projects. So, the waste error pattern could be complementarily used with SPI-LEAM or VSM methodologies before a new process model is tested, as a form of static verification mechanism.

Visualization is regularly employed to identify deficiencies and errors in application source code. Polymetric views is a lightweight visualization representation, originally designed to analyze software source code. Polymetric views were first employed for reverse engineering [8], code comprehension [1] and characterization purposes [2]. Even though the application range of polymetric views has greatly expanded over the last few years [3][10], all these views make use of pattern recognition to visually identify abnormal situations. The blueprints and error patterns applied in this paper are no exceptions. However, as far as we are aware of, our work is the first usage of polymetric views to identify anomalies in software processes.

Knab et al. [7] proposed a set of generic visual process patterns. With these patterns, the authors analyze effort estimation, length, and sequences of problem resolution activities. Based on the information obtained from issue tracking databases, the visual representation of a problem is classified as overestimated, underestimated and perfectly estimated. Our blueprints have a focus different from effort estimation. Instead of estimating the result of an effort already realized, we provide an indication and recommendation about how to prevent waste.

6 Conclusions

We have proposed an extension to AVISPA so that it is able to localize potential waste in software process models specified with EPF. We focus on the kind of waste represented by work products that are developed although they are neither necessary nor useful. These elements are all those leaves in a Work Product Blueprint that are not marked as deliverables. However, we have found that most elements that satisfy these conditions are due to incompleteness in the specification: they are either deliverables that are not defined as so, or they are not leaves because they should have been specified as input of a task within the process. In both cases colored elements highlight errors in the process specification, and thus they are also improvement opportunities.

Our method has proved to be effective in both scenarios applied and presented in the paper. In the case of Scrum, we corroborated that the process model has no waste in the form of useless work
products as expected from an agile method, but it was still useful for identifying misspecifications in the publicly available process model. In the case of the process of the medium size software company, the tool resulted highly useful for identifying all kinds of possible errors. In this case we were able to identify actual waste. This fact has been validated with the process engineer at the company and they agreed on the recommendations. They are currently in the process of restructuring their development model taking our findings into account.

AVISPA, along with this new extension, is only able to identify as waste some work products when they are not specified as deliverables and no task defines them as input either. However, we recognize the existence of other kinds of waste that we are not yet taken into account. If a work product is defined as an input for a task then it will be assumed as useful, even if the task does not use it at all. This analysis is of finer grain and it would require the analysis of the definition of each task steps and activities. This kind of waste cannot be automatically localized for processes specified using EPF since tasks are the finer formal elements and their internal descriptions are only informal. However, the possibility of identifying the existence of the waste pattern increases the power of the other problematic patterns. Specifically, the process model efficiency could be analyzed by identifying unnecessary work products (waste patterns) and bottleneck risks (demanded work products [5]). These issues are part of our ongoing work in developing AVISPA.
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